**Mark Eatough**

**CSIS 2430 9:00 Class**

**Final Programming Project**

**Germany Trip Program**

**Assignment objective:**

Utilize a shortest path algorithm to solve the traveling salesman problem to travel through 22 cities in Germany. I can only start and end in the 4 cities in Germany that have major International Airports. I used Travelocity to find all of my flights, and the Ice train how to book website for all train travel. Certain cities also had special expenses. Such as 180 euros each for new iPads for everyone in Hannover, 6,000 euros each for two watches in Basil, Switzerland, traveling 10 km to visit a castle in Koln, and taking a taxi under a river in Hamburg.

**What Worked?:**

I set up a weighted graph with every city as a vertex, and the weight between them as an object that contains cost in euros, time to travel, and a combination of time and euros. On Travelocity I found that it is possible to fly into one city, and out of a different city, so I included this in my calculations. Although starting and ending at different cities produced the shortest time path, it did not produce the money path, or when optimizing for both time and money. I created time train and flight objects which contained all of the information I needed, stored them in a database, and then pulled what I needed out of the database to create my weighted graph. My algorithm finds a valid path through all start and end cities I entered, and then picks out the path that optimizes with respect to all three of my weights.

**What did not work?:**

At the beginning of the project I way over complicated things as I was putting in data that was entirely unnecessary. It took my program a very long time to traverse through everything, so I tried to convert my recursive method into an iterative one, but I could not see a way to do this while keeping the same functionality. My shortest path algorithm I came up with took far too long, and so I had to rethink it a little bit.

**Comments:**

This was an interesting assignment as we worked the entire semester to build to this. I decided to use trains and taxis to complete my trip through Germany. Entering all of the data into the database was tedious to say the least, but once it was there the assignment was fairly straight forward. On Travelocity I found flights that would allow for landing in and leaving from different cities. I thought this might make my trip through Germany even more efficient, however it did not, as starting in Munich and ending in Stuttgart was the fastest way through Germany, the cost made it so that another way was better. I was surprised to see that the path that optimized for cost also optimized for both cost and time. To save 7 hours on the trip would cost 1200 dollars, and because it is rare that someone makes 171.45 dollars an hour, it seems that the path starting and ending in Frankfurt is the better choice.
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 11   
 12 #class to create and manage dollars object  
 13 class Dollars:   
 14 def \_\_init\_\_(self, dollars):  
 15 self.dollars = dollars  
 16 #toString method equivalent  
 17 def \_\_str\_\_(self):  
 18 return("${0:.2f}".format(self.dollars))  
 19 #method to add dollars  
 20 def \_\_add\_\_(self, other):  
 21 myMoney = self.dollars+other.dollars  
 22 myDollars = Dollars(myMoney)  
 23 return myDollars  
 24 #Method to multiply dollars  
 25 def \_\_mul\_\_(self, mult):  
 26 myMoney = self.dollars\*mult  
 27 myDollars = Dollars(myMoney)  
 28 return myDollars  
 29   
 30 #class to create and manage euros object  
 31 class Euros:  
 32 def \_\_init\_\_(self, euros):  
 33 self.euros = euros  
 34 #toString method equivalent  
 35 def \_\_str\_\_(self):  
 36 return("{0:.2f} Euros".format(self.euros))  
 37 #method to add Euros  
 38 def \_\_add\_\_(self, other):  
 39 myMoney = self.euros+other.euros  
 40 myEuros = Euros(myMoney)  
 41 return myEuros  
 42 #method to subtract Euros  
 43 def \_\_sub\_\_(self, other):  
 44 myMoney = self.euros-other.euros  
 45 myEuros = Euros(myMoney)  
 46 return myEuros  
 47 #Method to multiply dollars  
 48 def \_\_mul\_\_(self, mult):  
 49 myMoney = self.Euros\*mult  
 50 myEuros = Euros(myEuros)  
 51 return myEuros  
 52   
 53 #class to create and manage time object  
 54 class Time:  
 55 def \_\_init\_\_(self, hours, minutes):  
 56 self.hours = hours  
 57 self.minutes = minutes  
 58 while(self.minutes >= 60):  
 59 self.hours += 1  
 60 self.minutes -= 60  
 61 #convert time to minutes for database, convert back to time in graph  
 62 def timeToMinutes(self):  
 63 self.minutes += (self.hours\*60)  
 64 return self.minutes  
 65 def \_\_lt\_\_(self, other):  
 66 return (Time.timeToMinutes(self)<Time.timeToMinutes(other))  
 67 #toString method equivalent  
 68 def \_\_str\_\_(self):  
 69 return("{0} Hours {1} Miniutes".format(self.hours,self.minutes))   
 70 #overload '+' operator  
 71 def \_\_add\_\_(self, other):  
 72 myHours = self.hours+other.hours  
 73 myMinutes = self.minutes+other.minutes  
 74 while(myMinutes >= 60):  
 75 myMinutes -= 60  
 76 myHours += 1  
 77 myTime = Time(myHours, myMinutes)  
 78 return myTime  
 79 #overload '-' operator  
 80 def \_\_sub\_\_(self, other):  
 81 bigMinutes = (self.hours\*60)+self.minutes  
 82 littleMinutes = (other.hours\*60)+other.minutes  
 83 newTime = bigMinutes-littleMinutes  
 84 myTime = Time(0, newTime)  
 85 return myTime  
 86 #overload '\*' operator   
 87 def \_\_mul\_\_(self, mult):  
 88 myMinutes = (self.hours\*60) + self.minutes  
 89 myMinutes \*=mult  
 90 myHours = 0;  
 91 while(myMinutes >= 60):  
 92 myMinutes -= 60  
 93 myHours += 1  
 94 myTime = Time(myHours, myMinutes)  
 95 return myTime  
 96 #overload '/' operator  
 97 def \_\_div\_\_(self, div):  
 98 myMinutes = (self.hours\*60) + self.minutes  
 99 myMinutes /=div  
100 myHours = 0;  
101 while(myMinutes >= 60):  
102 myMinutes -= 60  
103 myHours += 1  
104 myTime = Time(myHours, myMinutes)  
105 return myTime  
106   
107 #CONVERSTIONS  
108   
109 #conversion rate found on xrates.com, rounded to the nearest cent  
110 def convertToEuros(dollars):  
111 euros = dollars \* 0.74  
112 return Euros(euros)  
113 #conversion rate found on xrates.com, rounded to the nearest cent  
114 def convertToDollars(euros):  
115 dollars = euros \* 1.35  
116 return Dollars(dollars)  
117 #Converstion from miles to kilometers  
118 def convertToKilometers(miles):  
119 miles = kilometers \* 0.62  
120 return miles  
121 #Conversion from kilometers to miles  
122 def convertToMiles(kilometers):  
123 kilometers = miles \* 1.6  
124 return kilometers  
125 #1.96 multiplier figured by adding all times on flights and train trips  
126 #and then dividing by all sum of all costs on flights and train trips   
127 #number then rounded to 1.96  
128 class Weight:  
129 def \_\_init\_\_(self, euros, time, Transport):  
130 self.euroTimeWeight = (float(euros)\*1.96)+float(time)  
131 self.euros = Euros(euros)  
132 self.time = Time(0,time)  
133 self.Transport = Transport  
134 #toString method equivalent  
135 def \_\_str\_\_(self):  
136 return("{0:.2f} Euros".format(self.euros), " Time: ", self.time, " Weight: 0", self.weight, "by: ", transport)  
137 #method to add two wieghts together  
138 def \_\_add\_\_(self, other):  
139 self.euros+=other.euros  
140 self.time+=other.time  
141 self.euroTimeWeight+=other.euroTimeWeight  
142 self.Transport = "severalModes"  
143 return self  
144 def \_\_sub\_\_(self, other):  
145 self.euros-=other.euros  
146 self.time-=other.time  
147 self.euroTimeWeight-=other.euroTimeWeight  
148 self.Transport = "severalModes"  
149 return self  
150 def \_\_lt\_\_(self, other):  
151 return (self.euros<other.euros)  
152   
153 class PathData:  
154 def \_\_init\_\_(self, start, end, euros, time, flight):  
155 self.start = start  
156 self.end = end  
157 self.weight = Weight(euros, time, flight)  
158   
159 class PathStats:  
160 def \_\_init\_\_(self, list, weight):  
161 self.list = list  
162 self.weight = weight  
163
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11   
12 from TimeDistanceMoney import\*  
13   
14 class TrainTravel:  
15 def \_\_init\_\_(self, cityFrom, cityTo, time, dollars):  
16 self.cityFrom = cityFrom  
17 self.cityTo = cityTo  
18 self.time = time  
19 self.dollars = Dollars(dollars)  
20 self.euros = convertToEuros(dollars)  
21 self.travelBy = "Train"  
22   
23 def displayTrainTrip(self):  
24 print "Leaving From: ", self.cityFrom  
25 print "Comming To: ", self.cityTo  
26 print "Total time: ", self.time  
27 print "Total cost in euros: ", self.euros  
28 print "Total cost in USD: ", self.dollars  
29   
30 class TaxiTravel:  
31 def \_\_init\_\_(self, cityFrom, cityTo, distance):  
32 self.cityFrom = cityFrom  
33 self.cityTo = cityTo  
34 self.euros = Euros(float(distance)\*1.2)  
35 self.dollars = convertToDollars(self.euros.euros)  
36 self.time = Time(0,int((float(distance)/float(130))\*60))  
37 self.travelBy = "Taxi"
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 10 #database called GermanyDB for all objects  
 11 #table called train in GermanyDB  
 12   
 13 #create all needed train objects  
 14 #all flights found via http://www.raileurope.com/train-faq/european-trains/ice/how-to-book.h...   
 15 #with october 18 as travel date in economy class, prices appeared to be given in dollars  
 16   
 17 from TrainClasses import\*  
 18 import MySQLdb as mdb   
 19 import sys  
 20   
21 trainList = []  
 22   
 23 rostockToHamburg = TrainTravel("Rostock", "Hamburg", Time(1,47), 82)  
 24 print "\n\nTrain trip from Rostock to Hamburg\n"  
 25 rostockToHamburg.displayTrainTrip()  
 26 trainList.append(rostockToHamburg)  
 27   
28 rostockToLubeck = TrainTravel("Rostock", "Lubeck", Time(2,32), 108)  
 29 print "\n\nTrain trip from Rostock to Hamburg\n"  
 30 rostockToLubeck.displayTrainTrip()  
 31 trainList.append(rostockToLubeck)  
 32   
 33 hamburgToLubeck = TrainTravel("Hamburg", "Lubeck", Time(0,45), 26)  
 34 print "\n\nTrain trip from Hamburg to Lubeck\n"  
 35 hamburgToLubeck.displayTrainTrip()  
 36 trainList.append(hamburgToLubeck)  
 37   
 38 wiesbadenToKassel = TrainTravel("Wiesbaden", "Kassel", Time(1,18), 104)  
 39 print "\n\n Train trip from Munich to Nuremburg\n"  
 40 #munichToNuremburg.displayTrainTrip()  
 41 trainList.append(wiesbadenToKassel)  
 42   
 43 # hannoverToRostock = TrainTravel("Hannover", "Rostock", Time(2,05), 104)  
 44 # print "\n\n Train trip from Munich to Nuremburg\n"  
 45 # #munichToNuremburg.displayTrainTrip()  
 46 # trainList.append(hannoverToRostock)  
 47   
 48 hamburgToBerlin = TrainTravel("Hamburg", "Berlin", Time(1,51), 109)  
 49 print "\n\nTrain trip from Hamburg to Berlin\n"  
 50 hamburgToBerlin.displayTrainTrip()  
 51 trainList.append(hamburgToBerlin)  
 52   
 53 # rostockToBerlin = TrainTravel("Rostock", "Berlin", Time(4,47), 234)  
 54 # print "\n\nTrain trip from Hamburg to Berlin\n"  
 55 # hamburgToBerlin.displayTrainTrip()  
 56 # trainList.append(rostockToBerlin)  
 57 #   
 58 # lubeckToBerlin = TrainTravel("Lubeck", "Berlin", Time(2,17), 154)  
 59 # print "\n\nTrain trip from Hamburg to Berlin\n"  
 60 # hamburgToBerlin.displayTrainTrip()  
 61 # trainList.append(lubeckToBerlin)  
 62 #   
 63 # bremenToBerlin = TrainTravel("Bremen", "Berlin", Time(3,0), 152)  
 64 # print "\n\nTrain trip from Hamburg to Berlin\n"  
 65 # hamburgToBerlin.displayTrainTrip()  
 66 # trainList.append(bremenToBerlin)  
 67 #   
 68 # hannoverToBerlin = TrainTravel("Hannover", "Berlin", Time(2,11), 183)  
 69 # print "\n\nTrain trip from Hamburg to Berlin\n"  
 70 # hamburgToBerlin.displayTrainTrip()  
 71 # trainList.append(hannoverToBerlin)  
 72   
 73 hamburgToBremen = TrainTravel("Hamburg", "Bremen", Time(1,9), 43)  
 74 print "\n\nTrain trip from Hamburg to Bremen\n"  
 75 hamburgToBremen.displayTrainTrip()  
 76 trainList.append(hamburgToBremen)  
 77   
 78 rostockToBremen = TrainTravel("Rostock", "Bremen", Time(2,56), 125)  
 79 trainList.append(rostockToBremen)  
 80   
 81 bremenToLubeck = TrainTravel("Bremen", "Lubeck", Time(1,54), 69)  
 82 print "\n\nTrain trip from Rostock to Hamburg\n"  
 83 bremenToLubeck.displayTrainTrip()  
 84 trainList.append(bremenToLubeck)  
 85   
 86 hamburgToHannover = TrainTravel("Hamburg", "Hannover", Time(1,20), 78)  
 87 print "\n\nTrain trip from Hamburg to Hannover\n"  
 88 hamburgToHannover.displayTrainTrip()  
 89 trainList.append(hamburgToHannover)  
 90   
 91 hannoverToKassel = TrainTravel("Hannover", "Kassel", Time(0,55), 65)  
 92 print "\n\nTrain trip from Hannover to Kassel\n"  
 93 hannoverToKassel.displayTrainTrip()  
 94 trainList.append(hannoverToKassel)  
 95   
 96 hannoverToDusseldorf = TrainTravel("Hannover", "Dusseldorf", Time(2,26), 101)  
 97 print "\n\nTrain trip from Hannover to Kassel\n"  
 98 hannoverToDusseldorf.displayTrainTrip()  
 99 trainList.append(hannoverToDusseldorf)  
100   
101 kasselToFrankfurt = TrainTravel("Kassel", "Frankfurt", Time(1,32), 75)  
102 print "\n\nTrain trip from Kassel to Frankfurt\n"  
103 kasselToFrankfurt.displayTrainTrip()  
104 trainList.append(kasselToFrankfurt)  
105   
106 dusseldorfToKoln = TrainTravel("Dusseldorf", "Koln", Time(0,24), 26)  
107 print "\n\nTrain trip from Dusseldorf to Koln\n"  
108 dusseldorfToKoln.displayTrainTrip()  
109 trainList.append(dusseldorfToKoln)  
110   
111 dusseldorfToBonn = TrainTravel("Dusseldorf", "Bonn", Time(0,47), 48)  
112 print "\n\nTrain trip from Dusseldorf to Bonn\n"  
113 dusseldorfToBonn.displayTrainTrip()  
114 trainList.append(dusseldorfToBonn)  
115   
116 wiesbadenToMannhiem = TrainTravel("Wiesbaden", "Mannhiem", Time(1,27), 83)  
117 print "\n\nTrain trip from Wiesbaden to Mannhiem\n"  
118 wiesbadenToMannhiem.displayTrainTrip()  
119 trainList.append(wiesbadenToMannhiem)  
120   
121 kolnToBonn = TrainTravel("Koln", "Bonn", Time(0, 23), 22)  
122 print "\n\nTrain trip from Koln to Bonn\n"  
123 kolnToBonn.displayTrainTrip()  
124 trainList.append(kolnToBonn)  
125   
kolnToFrankfurt = TrainTravel("Koln", "Frankfurt", Time(1,05), 112)  
127 print "\n\n Train trip from Koln to Frankfurt\n"  
128 kolnToFrankfurt.displayTrainTrip()  
129 trainList.append(kolnToFrankfurt)  
130   
131 bonnToFrankfurt = TrainTravel("Bonn", "Frankfurt", Time(1,58), 72)  
132 print "\n\n Train trip from Bonn to Frankfurt\n"  
133 bonnToFrankfurt.displayTrainTrip()  
134 trainList.append(bonnToFrankfurt)  
135   
136 frankfurtToWiesbaden = TrainTravel("Frankfurt", "Wiesbaden", Time(0,49), 29)  
137 print "\n\n Train trip from Frankfurt to Wiesbaden\n"  
138 frankfurtToWiesbaden.displayTrainTrip()  
139 trainList.append(frankfurtToWiesbaden)  
140   
141 # wiesbadenToStuttgart = TrainTravel("Wiesbaden", "Stuttgart", Time(2,23), 130)  
142 # print "\n\n Train trip from Frankfurt to Stuggart\n"  
143 # #frankfurtToStuttgart.displayTrainTrip()  
144 # trainList.append(wiesbadenToStuttgart)  
145   
146 frankfurtToMannhiem = TrainTravel("Frankfurt", "Mannhiem", Time(0,38), 54)  
147 print "\n\n Train trip from Frankfurt to Mannhiem\n"  
148 frankfurtToMannhiem.displayTrainTrip()  
149 trainList.append(frankfurtToMannhiem)  
150   
151 frankfurtToKarlsruhe = TrainTravel("Frankfurt", "Karlsruhe", Time(1,3), 69)  
152 print "\n\n Train trip from Frankfurt to Karlsruhe\n"  
153 frankfurtToKarlsruhe.displayTrainTrip()  
154 trainList.append(frankfurtToKarlsruhe)  
155   
156 # badenbadenToStuttgart = TrainTravel("Baden Baden", "Stuttgart", Time(2,53), 179)  
157 # print "\n\n Train trip from Frankfurt to Stuggart\n"  
158 # #frankfurtToStuttgart.displayTrainTrip()  
159 # trainList.append(badenbadenToStuttgart)  
160   
161 frankfurtToBadenBaden = TrainTravel("Frankfurt", "Baden Baden", Time(1,19), 78)  
162 print "\n\n Train trip from Frankfurt to Baden Baden\n"  
163 frankfurtToBadenBaden.displayTrainTrip()  
164 trainList.append(frankfurtToBadenBaden)  
165   
166 frankfurtToStuttgart = TrainTravel("Frankfurt", "Stuttgart", Time(1,34), 101)  
167 print "\n\n Train trip from Frankfurt to Stuggart\n"  
168 frankfurtToStuttgart.displayTrainTrip()  
169 trainList.append(frankfurtToStuttgart)  
170   
171 frankfurtToNuremburg = TrainTravel("Frankfurt", "Nurnberg", Time(2,06), 89)  
172 print "\n\n Train trip from Frankfurt to Nuremburg\n"  
173 frankfurtToNuremburg.displayTrainTrip()  
174 trainList.append(frankfurtToNuremburg)  
175   
176 # kasselToStuttgart = TrainTravel("Kassel", "Stuttgart", Time(2,06), 176)  
177 # print "\n\n Train trip from Frankfurt to Stuggart\n"  
178 # frankfurtToStuttgart.displayTrainTrip()  
179 # trainList.append(kasselToStuttgart)  
180 #   
181 # kolnToStuttgart = TrainTravel("Koln", "Stuttgart", Time(2,39), 213)  
182 # print "\n\n Train trip from Frankfurt to Stuggart\n"  
183 # frankfurtToStuttgart.displayTrainTrip()  
184 # trainList.append(kolnToStuttgart)  
185 #   
186 # bonnToStuttgart = TrainTravel("Bonn", "Stuttgart", Time(3,32), 173)  
187 # print "\n\n Train trip from Frankfurt to Stuggart\n"  
188 # frankfurtToStuttgart.displayTrainTrip()  
189 # trainList.append(bonnToStuttgart)  
190 #   
191 # mannhiemToStuttgart = TrainTravel("Mannhiem", "Stuttgart", Time(0,38), 55)  
192 # print "\n\n Train trip from Mannhiem to Stuttgart\n"  
193 # mannhiemToStuttgart.displayTrainTrip()  
194 # trainList.append(mannhiemToStuttgart)  
195   
196 mannhiemToKarlsruhe = TrainTravel("Mannhiem", "Karlsruhe", Time(1,07), 32)  
197 print "\n\n Train trip from Mannhiem to Karlsruhe\n"  
198 mannhiemToKarlsruhe.displayTrainTrip()  
199 trainList.append(mannhiemToKarlsruhe)  
200   
201 mannhiemToBadenBaden = TrainTravel("Mannhiem", "Baden Baden", Time(0,39), 54)  
202 print "\n\n Train trip from Mannhiem to Baden Baden\n"  
203 mannhiemToBadenBaden.displayTrainTrip()  
204 trainList.append(mannhiemToBadenBaden)  
205   
206 karlsruheToBadenBaden = TrainTravel("Karlsruhe", "Baden Baden", Time(0,20), 23)  
207 print "\n\n Train trip from Karlsruhe to Baden Baden\n"  
208 karlsruheToBadenBaden.displayTrainTrip()  
209 trainList.append(karlsruheToBadenBaden)  
210   
211 karlsruheToStuttgart = TrainTravel("Karlsruhe", "Stuttgart", Time(0,55), 36)  
212 print "\n\n Train trip from Karlsruhe to Stuttgart\n"  
213 karlsruheToStuttgart.displayTrainTrip()  
214 trainList.append(karlsruheToStuttgart)  
215   
216 basilToKarlsruhe = TrainTravel("Basil", "Karlsruhe", Time(1,48), 100)  
217 print "\n\nTrain trip from Dusseldorf to Koln\n"  
218 dusseldorfToKoln.displayTrainTrip()  
219 trainList.append(basilToKarlsruhe)  
220   
221 basilToMannhiem = TrainTravel("Basil", "Mannhiem", Time(2,7), 131)  
222 print "\n\nTrain trip from Dusseldorf to Koln\n"  
223 dusseldorfToKoln.displayTrainTrip()  
224 trainList.append(basilToMannhiem)  
225   
226 badenBadenToBasil = TrainTravel("Baden Baden", "Basil", Time(1,28), 77)  
227 print "\n\n Train trip from Baden Baden to basil\n"  
228 badenBadenToBasil.displayTrainTrip()  
229 trainList.append(badenBadenToBasil)  
230   
231 stuttgartToNuremburg = TrainTravel("Stuttgart", "Nurnberg", Time(2,11), 59)  
232 print "\n\n Train trip from Stuttgart to Nuremburg\n"  
233 stuttgartToNuremburg.displayTrainTrip()  
234 trainList.append(stuttgartToNuremburg)  
235   
236 stuttgartToMunich = TrainTravel("Stuttgart", "Munich", Time(2,15), 92)  
237 print "\n\n Train trip from Stuttgart to Munich\n"  
238 stuttgartToMunich.displayTrainTrip()  
239 trainList.append(stuttgartToMunich)  
240   
241 munichToNuremburg = TrainTravel("Munich", "Nurnberg", Time(1,14), 91)  
242 print "\n\n Train trip from Munich to Nuremburg\n"  
243 munichToNuremburg.displayTrainTrip()  
244 trainList.append(munichToNuremburg)  
245   
246 # munichToDresden = TrainTravel("Munich", "Dresden", Time(5,28), 204)  
247 # print "\n\n Train trip from Munich to Nuremburg\n"  
248 # munichToNuremburg.displayTrainTrip()  
249 # trainList.append(munichToDresden)  
250   
251 munichToFrankfurt = TrainTravel("Munich", "Frankfurt", Time(3,49), 192)  
252 print "\n\n Train trip from Munich to Nuremburg\n"  
253 munichToNuremburg.displayTrainTrip()  
254 trainList.append(munichToFrankfurt)  
255   
256 nuremburgToDresden = TrainTravel("Nurnberg", "Dresden", Time(4,14), 113)  
257 print "\n\n Train trip from Nuremburg to Dresden\n"  
258 nuremburgToDresden.displayTrainTrip()  
259 trainList.append(nuremburgToDresden)  
260   
261 nuremburgToLeipzig = TrainTravel("Nurnberg", "Leipzig", Time(3,36), 136)  
262 print "\n\n Train trip from Nuremburg to Dresden\n"  
263 nuremburgToLeipzig.displayTrainTrip()  
264 trainList.append(nuremburgToLeipzig)  
265   
266 munichToLeipzig = TrainTravel("Munich", "Leipzig", Time(2,51), 134)  
267 print "\n\n Train trip from Munich to Nuremburg\n"  
268 munichToNuremburg.displayTrainTrip()  
269 trainList.append(munichToLeipzig)  
270   
271 dresdenToLeipzig = TrainTravel("Dresden", "Leipzig", Time(1,37), 43)  
272 print "\n\n Train trip from Dresden to Leipzig\n"  
273 dresdenToLeipzig.displayTrainTrip()  
274 trainList.append(dresdenToLeipzig)  
275   
276 dresdenToBerlin = TrainTravel("Dresden", "Berlin", Time(2,10), 76)  
277 print "\n\n Train trip from Dresden to Berlin\n"  
278 dresdenToBerlin.displayTrainTrip()  
279 trainList.append(dresdenToBerlin)  
280   
281 leipzigToBerlin = TrainTravel("Leipzig", "Berlin", Time(1,8), 68)  
282 print "\n\n Train trip from Leipzig to Berlin\n"  
283 leipzigToBerlin.displayTrainTrip()  
284 trainList.append(leipzigToBerlin)  
285   
kolnToStAugustin = TaxiTravel("Koln", "St. Augustin", 9.18)  
287 trainList.append(kolnToStAugustin)  
288 bonnToStAugustin = TaxiTravel("Bonn", "St. Augustin", 32.25)  
289 trainList.append(bonnToStAugustin)  
290 dusseldorfToStAugustin = TaxiTravel("Dusseldorf", "St. Augustin", 69.9)  
291 trainList.append(dusseldorfToStAugustin)  
292 wiesbadenToStAugustin = TaxiTravel("Wiesbaden", "St. Augustin", 135.9)  
293 trainList.append(wiesbadenToStAugustin)  
294   
295 kolnToCastle = TaxiTravel("Koln", "Castle", 10.0)  
296 #trainList.append(kolnToCastle)  
297   
298 headers = ("CREATE TABLE Train(Id INT PRIMARY KEY AUTO\_INCREMENT,"  
299 "StartCity VARCHAR(25), EndCity VARCHAR(25), Time VARCHAR(25),"   
300 "Dollars VARCHAR(25), Euros VARCHAR(25), Trans VARCHAR(25))")  
301   
302 connection = mdb.connect('localhost', 'Mark', 'test623', 'GermanyDB');  
303 with connection:  
304 cur = connection.cursor()   
305 cur.execute("DROP TABLE IF EXISTS Train")   
306 cur.execute(headers)   
307 i = 1  
308 for t in trainList:  
309 cur.execute("INSERT INTO Train(StartCity) VALUES(%s)", t.cityFrom)   
310 cur.execute("UPDATE Train SET EndCity = %s WHERE Id = %s",   
311 (t.cityTo, i))   
312 cur.execute("UPDATE Train SET Time = %s WHERE Id = %s",   
313 (Time.timeToMinutes(t.time), i))   
314 cur.execute("UPDATE Train SET Dollars = %s WHERE Id = %s",   
315 (t.dollars.dollars, i))   
316 cur.execute("UPDATE Train SET Euros = %s WHERE Id = %s",   
317 (t.euros.euros, i))  
318 cur.execute("UPDATE Train SET Trans = %s WHERE Id = %s",   
319 (t.travelBy, i))  
320 i+=1   
321 cur.execute("INSERT INTO Train(StartCity) VALUES(%s)", t.cityTo)   
322 cur.execute("UPDATE Train SET EndCity = %s WHERE Id = %s",   
323 (t.cityFrom, i))   
324 cur.execute("UPDATE Train SET Time = %s WHERE Id = %s",   
325 (Time.timeToMinutes(t.time), i))   
326 cur.execute("UPDATE Train SET Dollars = %s WHERE Id = %s",   
327 (t.dollars.dollars, i))   
328 cur.execute("UPDATE Train SET Euros = %s WHERE Id = %s",   
329 (t.euros.euros, i))  
330 cur.execute("UPDATE Train SET Trans = %s WHERE Id = %s",   
331 (t.travelBy, i))  
332 i+=1

from TimeDistanceMoney import\*  
  
#class to manage flights, has many objects within it.   
class Flight:  
 def \_\_init\_\_(self, home, vacaTo, timeTo, timeFrom, dollars, vacaBack):  
 self.home = home  
 self.vacaTo = vacaTo  
 if(vacaBack is None):  
 self.vacaBack = vacaTo  
 else:  
 self.vacaBack = vacaBack  
 self.timeTo = timeTo  
 self.timeFrom = timeFrom  
 self.totalTime = timeTo + timeFrom  
 self.dollars = Dollars(dollars)  
 self.euros = convertToEuros(dollars)  
   
 def displayFlight(self):  
 print "Flying From: ", self.home  
 print "Flying To: ", self.vacaTo  
 print "Flying Back From: ", self.vacaBack   
 print "Total Time: ", self.totalTime  
 print "total cost in USD:", self.dollars   
 print "total cost in Euros:", self.euros   
   
#class to manage concecated flights, has many objects within it.   
class ConcecateFlight:  
 def \_\_init\_\_(self, vacaTo, vacaBack, dollars, avgTime):  
 self.vacaTo = vacaTo  
 self.vacaBack = vacaBack  
 self.avgTime = avgTime  
 self.dollars = dollars  
 self.euros = convertToEuros(dollars.dollars)  
   
 def displayConcateFlight(self):  
 print "Flying To: ", self.vacaTo  
 print "Flying Back From: ", self.vacaBack   
 print "Average Time: ", self.avgTime  
 print "total cost in USD:", self.dollars   
 print "total cost in Euros:", self.euros  
   
def flightConcation(flight1, numf1, flight2, numf2, flight3, numf3):  
 if(flight1.vacaTo != flight2.vacaTo or flight1.vacaBack != flight2.vacaBack or   
 flight1.vacaTo != flight3.vacaTo or flight1.vacaBack != flight3.vacaBack):  
 print "Your destination cities do not match"   
 else:  
 cityTo = flight1.vacaTo  
 cityFrom = flight1.vacaBack  
 totCost = (flight1.dollars\*numf1) + (flight2.dollars\*numf2) + (flight3.dollars\*numf3)  
 avgTime = ((flight1.totalTime\*numf1) + (flight2.totalTime\*numf2) + (flight3.totalTime\*numf3))/(numf1+numf2+numf3)  
 combinedFlight = ConcecateFlight(cityTo, cityFrom, totCost, avgTime)  
 return combinedFlight

1 '''  
 2 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*   
 3 \* Discrete Structures  
 4 \* Trip Through Germany Program  
 5 \* Programmer: Mark Eatough  
 6 \* Course: CSIS 2430   
 7 \* Created Novermber 3, 2013  
 8   
 9 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
 10 '''  
 11 #database called GermanyDB for all objects  
 12 #table called train in GermanyDB  
 13 import MySQLdb as mdb   
 14 import sys  
 15 #create all needed flight objects  
 16 #all flights found via travelocity with June 30 2014 as departure date and August 1 2014 as return date  
 17 from FlightClasses import\*  
 18   
 19 flightsList = []  
 20   
 21 #Flight from Salt Lake City to and from Frankfurt  
 22 myFrankfurt = Flight("Salt Lake City", "Frankfurt", Time(13, 4), Time(13, 15), 1727.40, None)  
 23   
 24 #Flight from Nashville to and from Frankfurt  
 25 parentsFrankfurt = Flight("Nashville", "Frankfurt", Time(10, 38), Time(14, 17), 1625.90, None)  
 26   
 27 #Flight from Boston to and from Frankfurt  
 28 grandFrankfurt = Flight("Boston", "Frankfurt", Time(9, 20), Time(10, 35), 1080.50, None)  
 29   
 30 #Flight from Salt Lake City to and from Stuttgart  
 31 myStuttgart = Flight("Salt Lake City", "Stuttgart", Time(12, 55), Time(17, 23), 1778.59, None)  
 32   
 33 #Flight from Nashville to and from Stuttgart  
 34 parentsStuttgart = Flight("Nashville", "Stuttgart", Time(11, 10), Time(13, 2), 1616.00, None)  
 35   
 36 #Flight from Boston to and from Stuttgart  
 37 grandStuttgart = Flight("Boston", "Stuttgart", Time(8, 45), Time(11, 0), 1569.90, None)  
 38   
 39 #Flight from Salt Lake City to and from Munich  
 40 myMunich = Flight("Salt Lake City", "Munich", Time(12, 59), Time(18, 21), 1768.49, None)  
 41   
 42 #Flight from Nashville to and from Munich  
 43 parentsMunich = Flight("Nashville", "Munich", Time(11, 13), Time(13, 26), 1607.80, None)  
 44   
 45 #Flight from Boston to and from Munich  
 46 grandMunich = Flight("Boston", "Munich", Time(9, 35), Time(15, 30), 1172.80, None)  
 47   
 48 #Flight from Salt Lake City to and from Berlin  
 49 myBerlin = Flight("Salt Lake City", "Berlin", Time(14, 29), Time(16, 10), 1800.10, None)  
 50   
 51 #Flight from Nashville to and from Berlin  
 52 parentsBerlin = Flight("Nashville", "Berlin", Time(19, 55), Time(12, 0), 1553.49, None)  
 53   
 54 #Flight from Boston to and from Berlin  
 55 grandBerlin = Flight("Boston", "Berlin", Time(9, 10), Time(10, 10), 1568.49, None)  
 56   
 57 frankfurtFlight = flightConcation(myFrankfurt, 1, parentsFrankfurt, 2, grandFrankfurt, 2)  
 58 ConcecateFlight.displayConcateFlight(frankfurtFlight)  
 59 flightsList.append(frankfurtFlight)  
 60   
 61 stuttgartFlight = flightConcation(myStuttgart, 1, parentsStuttgart, 2, grandStuttgart, 2)  
 62 ConcecateFlight.displayConcateFlight(stuttgartFlight)  
 63 flightsList.append(stuttgartFlight)  
 64   
 65 munichFlight = flightConcation(myMunich, 1, parentsMunich, 2, grandMunich, 2)  
 66 ConcecateFlight.displayConcateFlight(munichFlight)  
 67 flightsList.append(munichFlight)  
 68   
 69 berlinFlight = flightConcation(myBerlin, 1, parentsBerlin, 2, grandBerlin, 2)  
 70 ConcecateFlight.displayConcateFlight(berlinFlight)  
 71 flightsList.append(berlinFlight)  
 72   
 73 #Flight from Salt Lake City to Frankfurt from stuttgart  
 74 myFrankStutt = Flight("Salt Lake City", "Frankfurt", Time(13, 25), Time(15, 05), 1861.09, "Stuttgart")  
 75 #Flight from Nashville to Frankfurt from stuttgart  
 76 parentsFrankStutt = Flight("Nashville", "Frankfurt", Time(10,48),Time(14,19) , 1700.19, "Stuttgart")  
 77 #Flight from Boston to Frankfurt from stuttgart  
 78 grandFrankStutt = Flight("Boston", "Frankfurt", Time(7,0), Time(12,25), 1594.69, "Stuttgart")  
 79 frankStuttFlight = flightConcation(myFrankStutt, 1, parentsFrankStutt, 2, grandFrankStutt, 2)  
 80 flightsList.append(frankStuttFlight)  
 81   
 82 #Flight from Salt Lake City to Frankfurt from Munich  
 83 myFrankMun = Flight("Salt Lake City", "Frankfurt", Time(12, 6), Time(14, 51), 1869.59, "Munich")  
 84 #Flight from Nashville to Frankfurt from munich  
 85 parentsFrankMun = Flight("Nashville", "Frankfurt", Time(11, 7), Time(15, 44), 1641.59, "Munich")  
 86 #Flight from Boston to Frankfurt from munich  
 87 grandFrankMun = Flight("Boston", "Frankfurt", Time(9, 50), Time(12, 45), 1256.96, "Munich")  
 88 frankMunFlight = flightConcation(myFrankMun, 1, parentsFrankMun, 2, grandFrankMun, 2)  
 89 flightsList.append(frankMunFlight)  
 90   
 91 #Flight from Salt Lake City to Frankfurt from Berlin  
 92 myFrankBer = Flight("Salt Lake City", "Frankfurt", Time(12, 6), Time(17, 36), 1822.39, "Berlin")  
 93 #Flight from Nashville to Frankfurt from Berlin  
 94 parentsFrankBer = Flight("Nashville", "Frankfurt", Time(10, 48), Time(14, 14), 1709.69, "Berlin")  
 95 #Flight from Boston to Frankfurt from Berlin  
 96 grandFrankBer = Flight("Boston", "Frankfurt", Time(9, 50), Time(12, 55), 1241.36, "Berlin")  
 97 frankBerFlight = flightConcation(myFrankBer, 1, parentsFrankBer, 2, grandFrankBer, 2)  
 98 flightsList.append(frankBerFlight)  
 99   
100 #Flight from Salt Lake City to Stuttgart from Frankfurt  
101 myStuttFrank = Flight("Salt Lake City", "Stuttgart", Time(12, 55), Time(14, 05), 1865.69, "Frankfurt")  
102 #Flight from Nashville to Stuttgart from Frankfurt  
103 parentsStuttFrank = Flight("Nashville", "Stuttgart", Time(11, 10), Time(13, 12), 1719.59, "Frankfurt")  
104 #Flight from Boston to Stuttgart from Frankfurt  
105 grandStuttFrank = Flight("Boston", "Stuttgart", Time(9, 15), Time(11, 0), 1664.59, "Frankfurt")  
106 stuttFrankFlight = flightConcation(myStuttFrank, 1, parentsStuttFrank, 2, grandStuttFrank, 2)  
107 flightsList.append(stuttFrankFlight)  
108   
109 #Flight from Salt Lake City to Stuttgart from Munich  
110 myStuttMun = Flight("Salt Lake City", "Stuttgart", Time(12, 55), Time(14, 20), 1965.19, "Munich")  
111 #Flight from Nashville to Stuttgart from Munich  
112 parentsStuttMun = Flight("Nashville", "Stuttgart", Time(11, 10), Time(13, 37), 1700.99, "Munich")  
113 #Flight from Boston to Stuttgart from Munich  
114 grandStuttMun = Flight("Boston", "Stuttgart", Time(9, 15), Time(10, 55), 1654.09, "Munich")  
115 stuttMunFlight = flightConcation(myStuttMun, 1, parentsStuttMun, 2, grandStuttMun, 2)  
116 flightsList.append(stuttMunFlight)  
117   
118 #Flight from Salt Lake City to Stuttgart from Berlin  
119 myStuttBer = Flight("Salt Lake City", "Stuttgart", Time(12, 55), Time(14, 25), 1847.69, "Berlin")  
120 #Flight from Nashville to Stuttgart from Berlin  
121 parentsStuttBer = Flight("Nashville", "Stuttgart", Time(11, 10), Time(15, 27), 1725.99, "Berlin")  
122 #Flight from Boston to Stuttgart from Berlin  
123 grandStuttBer = Flight("Boston", "Stuttgart", Time(9, 15), Time(10, 30), 1649.59, "Berlin")  
124 stuttBerFlight = flightConcation(myStuttBer, 1, parentsStuttBer, 2, grandStuttBer, 2)  
125 flightsList.append(stuttBerFlight)  
126   
127 #Flight from Salt Lake City to Munich from Frankfurt  
128 myMunFrank = Flight("Salt Lake City", "Munich", Time(12, 59), Time(14, 55), 1839.19, "Frankfurt")  
129 #Flight from Nashville to Munich from Frankfurt  
130 parentsMunFrank = Flight("Nashville", "Munich", Time(11, 35), Time(13, 12), 1711.69, "Frankfurt")  
131 #Flight from Boston to Munich from Frankfurt  
132 grandMunFrank = Flight("Boston", "Munich", Time(9, 35), Time(10, 35), 1246.89, "Frankfurt")  
133 munFrankFlight = flightConcation(myMunFrank, 1, parentsMunFrank, 2, grandMunFrank, 2)  
134 flightsList.append(munFrankFlight)  
135   
136 #Flight from Salt Lake City to Munich from Stuttgart  
137 myMunStutt = Flight("Salt Lake City", "Munich", Time(12, 59), Time(15, 55), 1937.69, "Stuttgart")  
138 #Flight from Nashville to Munich from Stuttgart  
139 parentsMunStutt = Flight("Nashville", "Munich", Time(11, 35), Time(13, 2), 1675, "Stuttgart")  
140 #Flight from Boston to Munich from Stuttgart  
141 grandMunStutt = Flight("Boston", "Munich", Time(9, 25), Time(10, 30), 1564.99, "Stuttgart")  
142 munStuttFlight = flightConcation(myMunStutt, 1, parentsMunStutt, 2, grandMunStutt, 2)  
143 flightsList.append(munStuttFlight)  
144   
145 #Flight from Salt Lake City to Munich from Berlin  
146 myMunBer = Flight("Salt Lake City", "Munich", Time(12, 59), Time(16, 10), 1945.29, "Berlin")  
147 #Flight from Nashville to Munich from Berlin  
148 parentsMunBer = Flight("Nashville", "Munich", Time(11, 33), Time(14, 14), 1709.69, "Berlin")  
149 #Flight from Boston to Munich from Berlin  
150 grandMunBer = Flight("Boston", "Munich", Time(7, 25), Time(9, 55), 1681.29, "Berlin")  
151 munBerFlight = flightConcation(myMunBer, 1, parentsMunBer, 2, grandMunBer, 2)  
152 flightsList.append(munBerFlight)  
153   
154   
155 #Flight from Salt Lake City to Berlin from Frankfurt  
156 myBerFrank = Flight("Salt Lake City", "Berlin", Time(13, 5), Time(14, 5), 1858.39, "Frankfurt")  
157 #Flight from Nashville to Berlin from Frankfurt  
158 parentsBerFrank = Flight("Nashville", "Berlin", Time(12, 0), Time(14, 35), 1761.69, "Frankfurt")  
159 #Flight from Boston to Berlin from Frankfurt  
160 grandBerFrank = Flight("Boston", "Berlin", Time(10, 20), Time(13, 20), 1378.66, "Frankfurt")  
161 berFrankFlight = flightConcation(myBerFrank, 1, parentsBerFrank, 2, grandBerFrank, 2)  
162 flightsList.append(berFrankFlight)  
163   
164 #Flight from Salt Lake City to Berlin from Stuttgart  
165 myBerStutt = Flight("Salt Lake City", "Berlin", Time(14, 45), Time(15, 5), 1844.79, "Stuttgart")  
166 #Flight from Nashville to Berlin from Stuttgart  
167 parentsBerStutt = Flight("Nashville", "Berlin", Time(12, 0), Time(15, 45), 1565.09, "Stuttgart")  
168 #Flight from Boston to Berlin from Stuttgart  
169 grandBerStutt = Flight("Boston", "Berlin", Time(9, 15), Time(12, 25), 1631.99, "Stuttgart")  
170 berStuttFlight = flightConcation(myBerStutt, 1, parentsBerStutt, 2, grandBerStutt, 2)  
171 flightsList.append(berStuttFlight)  
172   
173 #Flight from Salt Lake City to Berlin from Munich  
174 myBerMun = Flight("Salt Lake City", "Berlin", Time(14, 29), Time(14, 51), 1883.19, "Munich")  
175 #Flight from Nashville to Berlin from Munich  
176 parentsBerMun = Flight("Nashville", "Berlin", Time(13, 15), Time(13, 26), 1715.49, "Munich")  
177 #Flight from Boston to Berlin from Munich  
178 grandBerMun = Flight("Boston", "Berlin", Time(10, 20), Time(12, 45), 1380.96, "Munich")  
179 berMunFlight = flightConcation(myBerMun, 1, parentsBerMun, 2, grandBerMun, 2)  
180 flightsList.append(berMunFlight)  
181   
182 headers = ("CREATE TABLE Flights(Id INT PRIMARY KEY AUTO\_INCREMENT,"  
183 "StartCity VARCHAR(25), EndCity VARCHAR(25), AvgTime VARCHAR(25),"   
184 "Dollars VARCHAR(25), Euros VARCHAR(25))")  
185   
186 connection = mdb.connect('localhost', 'Mark', 'test623', 'GermanyDB');  
187 with connection:  
188 cur = connection.cursor()   
189 cur.execute("DROP TABLE IF EXISTS Flights")   
190 cur.execute(headers)   
191 i = 1  
192 for f in flightsList:  
193 cur.execute("INSERT INTO Flights(StartCity) VALUES(%s)", f.vacaTo)   
194 cur.execute("UPDATE Flights SET EndCity = %s WHERE Id = %s",   
195 (f.vacaBack, i))   
196 cur.execute("UPDATE Flights SET AvgTime = %s WHERE Id = %s",   
197 (Time.timeToMinutes(f.avgTime), i))  
198 #(f.avgTime, i))   
199 cur.execute("UPDATE Flights SET Dollars = %s WHERE Id = %s",   
200 (f.dollars.dollars, i))   
201 cur.execute("UPDATE Flights SET Euros = %s WHERE Id = %s",   
202 (f.euros.euros, i))  
203 i+=1

1 #Weighted Graph file  
 2   
3 #Vertex class  
 4 class Vertex:  
 5 def \_\_init\_\_(self,key):  
 6 self.id = key  
 7 self.connectedTo = {}  
 8 self.connectionList = []  
 9 #add connection with weight to a vertex  
10 def addConnection(self,nbr,weight=0):  
11 self.connectedTo[nbr] = weight  
12 if nbr not in self.connectionList:  
13 self.connectionList.append(nbr)  
14 #toString method to return   
15 def \_\_str\_\_(self):  
16 return self.id# + ' connectedTo: ' + str([x.id for x in self.connectedTo])  
17 #returns all connections  
18 def getConnections(self):  
19 return self.connectedTo.keys()  
20 #returns Id  
21 def getId(self):  
22 return self.id  
23 #return weight  
24 def getWeight(self,nbr):  
25 return self.connectedTo[nbr]   
26   
27 #Wieghted Graph class  
28 class WieghtedGraph:  
29 def \_\_init\_\_(self):  
30 self.vertList = {}  
31 self.numVertices = 0  
32 #add a new vertex to the graph  
33 def addVertex(self,key):  
34 if key not in self.vertList:  
35 self.numVertices = self.numVertices + 1  
36 newVertex = Vertex(key)  
37 self.vertList[key] = newVertex  
38 return newVertex  
39 #return vertex of graph  
40 def getVertex(self,n):  
41 if n in self.vertList:  
42 return self.vertList[n]  
43 else:  
44 return None  
45 #check to see if graph contains vertex  
46 def \_\_contains\_\_(self,n):  
47 return n in self.vertList  
48 #add a new edge to the graph  
49 def addEdge(self,f,t,cost=0):  
50 if f not in self.vertList:  
51 nv = self.addVertex(f)  
52 if t not in self.vertList:  
53 nv = self.addVertex(t)  
54 self.vertList[f].addConnection(self.vertList[t], cost)#1, cost2, cost3)  
55 #get vertices of graph  
56 def getVertices(self):  
57 return self.vertList.keys()  
58   
59 def \_\_iter\_\_(self):  
60 return iter(self.vertList.values())  
61

1 from WieghtedGraphADT import\*  
 2 from TimeDistanceMoney import\*  
 3 #Shortest path file  
 4 def toVertex(graph, city):  
 5 for v in graph:  
 6 if(v.getId() == city):  
 7 city = v  
 8 return city  
 9 #method to get next city for stack  
10 def addNextCity(currentCity, endCity, stack, weight, graph, check):  
11 while(currentCity!=endCity):  
12 if endCity in currentCity.connectionList:  
13 weight+=currentCity.getWeight(endCity)  
14 stack.append(endCity)  
15 return endCity   
16 for i in currentCity.connectionList:  
17 if i not in stack and i not in check:  
18 weight+=currentCity.getWeight(i)  
19 stack.append(i)  
20 return i  
21 removedCity = stack.pop()  
22 check.append(removedCity)  
23 weight-=stack[len(stack)-1].getWeight(removedCity)  
24 currentCity = stack[len(stack)-1]  
25 print len(check)  
26 #return removeCity(currentCity, stack)  
27 #method to remove a city from stack  
28 def removeCity(currentCity, stack):  
29 stack.pop()  
30 return stack[len(stack)-1]   
31 #method to return a path   
32 def getPath(graph, cityStart, cityEnd):  
33 stack = []  
34 check = []  
35 currentWeight = Weight(0,0,0)  
36 cityStart = toVertex(graph, cityStart)  
37 cityEnd = toVertex(graph, cityEnd)  
38 tempCity = cityStart  
39 stack.append(cityStart)  
40 while cityEnd not in stack:  
41 tempCity = addNextCity(tempCity, cityEnd, stack, currentWeight, graph, check)  
42   
43 print "A valid path from",cityStart, "to", cityEnd, "is:"  
44 for i in stack:  
45 print i  
46   
47 print "total time = ", currentWeight.time  
48 print "total money = ", currentWeight.euros

1 from WieghtedGraphADT import\*  
 2 from TimeDistanceMoney import\*  
 3 from ShortestPath import\*  
 4 import MySQLdb as mdb   
 5 import sys  
 6   
 7 #file to import from database into graph  
 8   
 9   
10 germanTrainGraph = WieghtedGraph()  
11   
12 connection = mdb.connect('localhost', 'Mark', 'test623', 'GermanyDB');  
13   
14 with connection:  
15 cur = connection.cursor()   
16 cur.execute("SELECT \* FROM Train")   
17 rows = cur.fetchall()   
18 for row in rows:  
19 germanTrainGraph.addEdge(row[1], row[2], Weight(float(row[5]),int(row[3]), row[6]))  
20

1 from ShortestPath import\*  
 2 import os  
 3 import time  
 4   
 5 #Shortest Circuit file  
 6 def addCity(currentCity, endCity, stack, weight, i, pathSize):  
 7 while(i < len(currentCity.connectionList)):  
 8 if(len(stack) == 0):  
 9 return  
10 if len(stack) == pathSize-1 and endCity in currentCity.connectionList:  
11 weight+=currentCity.getWeight(endCity)  
12 stack.append(endCity)  
13 return endCity  
14 if currentCity.connectionList[i] not in stack and currentCity.connectionList[i] != endCity:  
15 currentCity.connectionList[i]  
16 stack.append(currentCity.connectionList[i])  
17 weight+=currentCity.getWeight(currentCity.connectionList[i])   
18 return currentCity.connectionList[i]   
19 i+=1  
20 removeCurrentCity(stack, endCity, weight, pathSize)  
21   
22 def removeCurrentCity(stack, startCity, weight, pathSize):  
23 previousCity = stack.pop()  
24 if(len(stack) == 0):  
25 return  
26 currentCity = stack[len(stack)-1]  
27 i = currentCity.connectionList.index(previousCity)+1  
28 weight-=currentCity.getWeight(previousCity)  
29 addCity(currentCity, startCity, stack, weight, i, pathSize)   
30   
31 def hamiltonCirciut(graph, startCity, endCity, weight):   
32 stack = []  
33 startCity = toVertex(graph, startCity)  
34 endCity = toVertex(graph, endCity)  
35 stack.append(startCity)  
36 currentWeight = weight  
37 if(startCity == endCity):  
38 pathSize = len(graph.vertList)+1  
39 else:  
40 pathSize = len(graph.vertList)  
41   
42 while(len(stack)<pathSize):  
43 i=0  
44 if(len(stack) == 0):  
45 break  
46 currentCity = stack[len(stack)-1]  
47 addCity(currentCity, endCity, stack, currentWeight, i, pathSize)  
48   
49 if(len(stack) == 0):  
50 currentWeight = Weight(0,0,0)  
51   
52 return PathStats(stack, currentWeight)

1 from WieghtedGraphADT import\*  
 2 from TimeDistanceMoney import\*  
 3 from ShortestPath import\*  
 4 from CreateGraph import\*  
 5 from GraphTests import\*  
 6 from HamiltonCircuit import\*  
 7 #Shortest path application  
 8 castle = 20  
 9 river = 10  
 10   
 11 flightList = []  
 12   
 13 connection = mdb.connect('localhost', 'Mark', 'test623', 'GermanyDB');  
 14   
 15 with connection:  
 16 cur = connection.cursor()   
 17 cur.execute("SELECT \* FROM Flights")   
 18 rows = cur.fetchall()   
 19 for row in rows:  
 20 flightList.append(PathData(row[1], row[2], float(row[5]), int(row[3]), "flight"))  
 21   
 22 #for f in flightList:  
 23 # print f.start, f.end  
 24   
 25 #allConnections1(germanTrainGraph)   
 26 #getPath(germanTrainGraph, "Koln", "Dresden")  
 27 shortestStack = []  
 28 shortestWeight = Weight(0,0,0)  
 29 shortestTimeStack = []  
 30 shortestTimeWeight = Weight(0,0,0)  
 31 shortestMoneyStack = []  
 32 shortestMoneyWeight = Weight(0,0,0)  
 33   
 34   
 35 for f in flightList:  
 36 temp = hamiltonCirciut(germanTrainGraph, f.start, f.end, f.weight)  
 37 if(shortestWeight.euroTimeWeight == 0 or temp.weight.euroTimeWeight<shortestWeight.euroTimeWeight and temp.weight.euroTimeWeight!=0):  
 38 shortestStack = temp.list  
 39 shortestWeight = temp.weight  
 40 #print "Shortest weight = ", shortestWeight.euroTimeWeight  
 41 if(shortestTimeWeight.time.hours == 0 or temp.weight.time.hours<shortestTimeWeight.time.hours and temp.weight.time.hours!=0):  
 42 shortestTimeStack = temp.list  
 43 shortestTimeWeight = temp.weight  
 44 #print "Shortest Time = ", shortestTimeWeight.time  
 45 if(shortestMoneyWeight.euros.euros == 0 or temp.weight.euros.euros<shortestMoneyWeight.euros.euros and temp.weight.euros.euros!=0):  
 46 shortestMoneyStack = temp.list  
 47 shortestMoneyWeight = temp.weight  
 48 #print "Shortest money = ", shortestMoneyWeight.euros  
 49   
50 print "The shortest path optomizing for both is: "  
 51 j = 0  
 52 for i in shortestStack:  
 53 message = ""  
 54 if(i == toVertex(germanTrainGraph,"Hannover")):  
 55 message = "Buy 5 new iPads at 180 euros each"  
 56 if(i == toVertex(germanTrainGraph,"Basil")):  
 57 message = "Buy 2 new watches at 6,000 euros each"  
 58 if(i == toVertex(germanTrainGraph,"Koln")):  
 59 message = "Take a taxi 20 km round trip to see the casle"  
 60 if(i == toVertex(germanTrainGraph,"Hamburg")):  
 61 message = "Take a taxi under the river"  
 62 if(i == toVertex(germanTrainGraph,"Baden Baden")):  
 63 message = "Spend the day at the spa"  
 64 j+=1  
 65 print j,".",i, "\t", message  
 66   
 67 shortestWeight.euros.euros+=(2100)  
 68 shortestWeight+=Weight(float(castle)\*1.2, int(float(castle)/float(130)\*60), "taxi")  
 69 shortestWeight+=Weight(float(river)\*1.2, int(float(river)/float(130)\*60), "taxi")  
 70 print "total time = ", shortestWeight.time  
 71 print "total euros = ", shortestWeight.euros  
 72 print "total weight = ", shortestWeight.euroTimeWeight  
 73 print "cost in dollars = ", convertToDollars(shortestWeight.euros.euros)  
 74   
 75 print "\n\n\nThe shortest path optomizing for time is: "  
 76 j = 0  
 77 for i in shortestTimeStack:  
 78 message = ""  
 79 if(i == toVertex(germanTrainGraph,"Hannover")):  
 80 message = "Buy 5 new iPads at 180 euros each"  
 81 if(i == toVertex(germanTrainGraph,"Basil")):  
 82 message = "Buy 2 new watches at 6,000 euros each"  
 83 if(i == toVertex(germanTrainGraph,"Koln")):  
 84 message = "Take a taxi 20 km round trip to see the casle"  
 85 if(i == toVertex(germanTrainGraph,"Hamburg")):  
 86 message = "Take a taxi under the river"  
 87 j+=1  
 88 print j,".",i, "\t", message  
 89 shortestTimeWeight.euros.euros+=(2100)  
 90 shortestTimeWeight+=Weight(float(castle)\*1.2, int(float(castle)/float(130)\*60), "taxi")  
 91 shortestTimeWeight+=Weight(float(river)\*1.2, int(float(river)/float(130)\*60), "taxi")  
 92 print "total time = ", shortestTimeWeight.time  
 93 print "total euros = ", shortestTimeWeight.euros  
 94 print "total weight = ", shortestTimeWeight.euroTimeWeight  
 95 print "cost in dollars = ", convertToDollars(shortestTimeWeight.euros.euros)  
 96   
97 print "\n\n\nThe shortest path optomizing for money is: "  
 98 j = 0  
 99 for i in shortestMoneyStack:  
100 message = ""  
101 if(i == toVertex(germanTrainGraph,"Hannover")):  
102 message = "Buy 5 new iPads at 180 euros each"  
103 if(i == toVertex(germanTrainGraph, "Basil")):  
104 message = "Buy 2 new watches at 6,000 euros each"  
105 if(i == toVertex(germanTrainGraph,"Koln")):  
106 message = "Take a taxi 20 km round trip to see the casle"  
107 if(i == toVertex(germanTrainGraph,"Hamburg")):  
108 message = "Take a taxi under the river"  
109 j+=1  
110 print j,".",i, "\t", message  
111 print "total time = ", shortestMoneyWeight.time  
112 print "total euros = ", shortestMoneyWeight.euros  
113 print "total weight = ", shortestMoneyWeight.euroTimeWeight  
114 print "cost in dollars = ", convertToDollars(shortestMoneyWeight.euros.euros)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)